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Abstract: Transformation presents the second step in the ETL process that is responsible for extracting, transforming and loading data into a data warehouse. The role of transformation is to set up several operations to clean, to format and to unify types and data coming from multiple and different data sources. The goal is to get data to conform to the schema of the data warehouse to avoid any ambiguity problems during the data storage and analytical operations. Transforming data coming from structured, semi-structured and unstructured data sources need two levels of treatments: the first one is transformation schema to schema to get a unified schema for all selected data sources and the second treatment is transformation data to data to unify all types and data gathered. To ensure the setting up of these steps we propose in this paper a process switch from one database schema to another as a part of transformation schema to schema, and a meta-model based on MDA approach to describe the main operations of transformation data to data. The results of our transformations propose a data loading in one of the four schemas of NoSQL to best meet the constraints and requirements of Big Data.
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I. INTRODUCTION

Data integration is a major step in the decision-making process and is responsible for storing data from disparate and diverse sources for decision making. Several approaches have emerged to address data integration issues including those related to data sources. Among these approaches are ETL Extract Transform Load [1], EAI Enterprise Integration Application and EII Enterprise Information Integration. The ETL approach is often used in the case of a large amount of data from different sources that must undergo complex transformations. As for the EII approach is recommended in the case of an already existing data warehouse with the possibility of linking it to data sources of a medium volume. While the EAI approach ensures the integration of data from non-accessible sources directly and storing a small amount of data [2].

The objective of our work is to answer the problem of integration of data from relational databases, multidimensional, XML and NoSQL with its four figures (Key-value, Oriented columns, Document oriented and Oriented graphs). This variety of data types supported by these databases as well as the amount of data managed by NoSQL databases leads us to opt for the ETL approach in our integration process.

We focus in this paper on the transformation phase of the ETL approach and taking into account the sources and the nature of the data extracted through it we propose an approach based on two levels of transformations: the first transformation is a transformation diagram to SC2SC scheme which aims at the unification of the multiple schemas resulting from the extraction phase. The purpose of this first transformation is to avoid the problems that can arise when calling and processing different database schemas and to obtain a single, unified schema on which to base the second transform given to D2D data which aims to clean and standardize the data and their types.

Our goal is to successfully integrate data from different databases into a data warehouse. We present in this section the problematic dealt with in this paper as well as the state of the art.

This paper is organized as follows: We present in the first section the context of our study as well as the problematic and the state of the art related to the transformation of data from various sources. In the second section, we present our approach which will be based on two levels of transformations. In the following section, we detail the two transformations by presenting the rules for mapping from one schema to another and the transformation operations that will be applied to the data. In this part, we also present a meta-model based on the MDA approach and which will describe these transformation operations. We ended our paper with a conclusion in the last section.

II. PROBLEMATIC:

From a set of data sources representing structured, semi-structured and unstructured data we need to present a set of transformations needed to prepare the data that will feed into our data warehouse which will be based under a NoSQL database. In our study, we use the ETL approach where we will perform extractions from relational databases, multidimensional, XML and NoSQL [3], each of these data sources has its data model, its entities attached and their management rules, attributes, and name, mnemonic code, type, size, and format. As a result, the problem is to define the mechanisms to manage this diversity at the model and data level to obtain a unified model with its standardized data for all data sources and the design of the data schema.
The data warehouse and it's supply are running smoothly.

III. RELATED WORK

A Big data database contains a variety of data, that is, non-standard type data that are generally referred to as complex objects: text, graphics, documents, video sequences. Today, the UML data model is a kind of reference for complex database schema representations [4]. This conceptual model, which makes it possible to describe the semantics of business objects in an application, can, therefore, be applied to the description of Big Data databases. Concerning the processes for implementing databases on NoSQL systems, several studies have focused on schema transformation. Thus, in the context of data warehouses, the work of Chevalier et al. [5] defined rules for translating a multidimensional star model into two NoSQL physical models, a column-oriented model, and a document-oriented model. The links between facts and dimensions have been translated as nesting. Li’s article [6] studied the implementation of a relational database in the HBase system. The proposed method is based on rules allowing the transformation of a relational schema into an HBase schema; the relationships between the tables (foreign keys) are translated by adding the families of columns containing references. Other studies have studied the transformation of a UML class diagram into an HBase data schema with the MDA approach [7]. The basic idea is to build meta-models corresponding to the UML class diagram and the HBase column-oriented data model and then propose transformation rules between the elements of the two built meta-models. These rules make it possible to transform a DCL directly into an implementation scheme specific to the HBase system. This state of the art shows that few studies have studied the transformation of a conceptual model of complex data into a NoSQL model. In the study [7] closest to our problematic, the schema transformation rules that have been adopted, are not independent of a technical platform. We position our work against three research articles whose problems and / or proposed solutions are close to ours. The paper by Chevalier et al. [5] fits into the context of data warehousing as it examines the rules for moving from a multidimensional schema to a physical schema; two NoSQL platforms were selected: the HBase column-oriented system and the MongoDB document-oriented system. Although the starting point of the process (a multidimensional scheme) is at the conceptual level, this scheme does not have the same characteristics as a UML DCL; in particular, it includes only Fact and Dimensions classes and a unique type of link between these two classes. The paper by C. Li [7] deals with the transformation of a relational schema into an HBase-oriented schema. This work responds well to the concrete expectations of companies who, in the face of recent developments in computing, want to store their current databases in NoSQL systems. But the source of the transformation process, here a relational schema, does not present the semantic richness that can be expressed in a DCL (notable thanks to the different types of links between classes: aggregation, composition, inheritance, etc.). Papers [8] and [9] propose a schema transformation using model-driven engineering towards Big Data technologies: Apache Hive [10], and Apache Spark [11]. The work of Y. Li et al. presented in [7] are intended to specify an MDA transformation process from a conceptual schema (DCL) to an HBase physical schema. This process does not propose an intermediate level (the logical level) that would make the result independent of a particular platform. Banane et al [12] present a schema transformation approach of RDF / XML data to MongoDB the most used NoSQL database, this choice of MongoDB is based on the comparative study [13]. We are based to perform this work on the meta-models proposed by Erraisi et al [14,15,24,25,28] in this research. They defined the meta-models of the NoSQL databases.

IV. STATE OF THE ART:

ETL transformation and load extraction processes are processes that power and refresh the data warehouse from their sources [16]. Several tools are being developed to address data integration issues such as Informatica PowerCenter SAS, IBM InfoSphere DataStage, and Microsoft SSIS. In parallel, several contributions are presented under the theme of ETL process modeling. We are interested in our paper for the modeling of ETL processes. In this regard, research has proposed models based on standards such as UML to present the conceptual model of the ETL process using the class diagram [17]. Other work has been based on specific models for modeling this process such as Vassiliadis and Simitsis who proposed a conceptual model for presenting ETL operations [18]. In our paper we follow the work of authors Atigui [16], Akkaoui [19] and Munoz [20] who adopted the IDM framework to describe the different levels of abstraction of the ETL process on the one hand, and other On the other hand, we want to continue the work that concerns data-to-data transformation and schema-schema operations. The following table shows the work already done in this direction:

<table>
<thead>
<tr>
<th>Transformation</th>
<th>Data</th>
<th>NoSQL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multidimensional</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Relational</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>NoSQL</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>

V. PROPOSED APPROACH:

Our work aims at first transforming data source schemas: relational, multidimensional, NoSQL and XML into one of the NoSQL model (key-value, column-oriented, document-oriented, and graph-oriented) to have a single logical data schema, and in a second time to transform the data to make them conform to a common schema.
We opt for our model-driven approach (MDA), which proposes meta-models and transformations that allow us to move from one level of abstraction to another [21]. We find in our approach as illustrated in the figure above:

- A Source PIM representing the schemas of big data or other data sources.
- A first level of the Logical PIM representing the four schemas of a NoSQL database after the first transformation.
- A second level of the Logical PIM representing the four schemas of a NoSQL database after the second transformation.
- Transformation 1 SC2SC: allowing the passage of a sequence of type of data source schemas to a NoSQL schema.
- Transformation 2 D2D: to unify and standardize the Level 1 Logic PIM data and make them conform to a common schema.

A. Meta-model for PIM Source:

We now move on to define the proposed meta-models for the source PIM level. The source PIM level consists of Relational Schema, Multidimensional Schema, NoSQL Schema, and XML Schema.

Today, data sources have become numerous, to build a data warehouse to store data from these many data sources, we need the description of the schemas of these databases. We realized a meta-model implemented and validated using the Eclipse Modeling Framework. This generic meta-model encompasses five meta-models of different data sources: a multidimensional database meta-model, the second XML meta-model [15], the third is a relational database meta-model, and finally the meta-model of NoSQL database management systems. Our generic meta-model presents and provides an overview of all these data sources and also provides insight into the structure of the recording system that uses different data sources with different data schemas. Our proposed data warehouse will take this schema as input and after a series of transformations based on the Atlas Transformation Language (ATL) [22].

The following figure shows the generic meta-model for PIM Source:
B. Meta-Model for Logical PIM

We based on the research work done by Erraissi et al [14], who proposed meta-models for the PIM Logic Level 1 components. The first proposed meta-model is that of the key-value databases, the following figure shows it:

![Fig. 3.Meta-model for Key/Value database [14].](image1)

Then, we define the meta-model proposed by [14] for the columns oriented databases, the following figure shows it:

![Fig. 4.Meta-model for Column-oriented database [14].](image2)

We now move on to define the meta-model that [14] proposed for document-oriented databases.

![Fig. 5.Meta-model for Document-oriented database [14].](image3)

Finally, the last meta-model that will be needed to apply the source PIM transformation to Level 1 logical PIM is graph-oriented databases. Still referring to the work done by Erraissi et al [14,27], we show the meta-model they proposed for graph-oriented databases:

![Fig. 6.Meta-model for Graph-oriented database [14].](image4)

After defining the meta-models that will be used to make our transformation, we will now present the generic meta-model for Logical PIM Level 1:
C. SC2SC Transformation:

The following table shows the proposed transformation rules for mapping relational, key-value, column-oriented, document-oriented, graph-oriented or multidimensional schema to a key-value, column-oriented, document-oriented, and graph-oriented schema.

<table>
<thead>
<tr>
<th>Source</th>
<th>Component</th>
<th>Target-KV</th>
<th>Target-OC</th>
<th>Target-OG</th>
<th>Target-OD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Relational</td>
<td>Relational-Schema</td>
<td>Table</td>
<td>Graph</td>
<td>Collection</td>
<td></td>
</tr>
<tr>
<td>Table</td>
<td>Schema</td>
<td>Family Column</td>
<td>Node</td>
<td>Document</td>
<td></td>
</tr>
<tr>
<td>Column</td>
<td>Value</td>
<td>Column</td>
<td>Attribute</td>
<td>Document nested within the document</td>
<td></td>
</tr>
<tr>
<td>Primary key</td>
<td>Key</td>
<td>ID Row</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Foreign key</td>
<td>Value</td>
<td>Column</td>
<td>Relationship</td>
<td></td>
<td></td>
</tr>
<tr>
<td>View</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Oriented</td>
<td>OC-Schema</td>
<td>Table</td>
<td>Graph</td>
<td>Collection</td>
<td></td>
</tr>
<tr>
<td>Column</td>
<td>Value</td>
<td>Node</td>
<td>Document</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Row</td>
<td>Key</td>
<td>Relationship (Between column &amp; Row)</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Column</td>
<td>Value</td>
<td>Attribute</td>
<td>Document nested within the document</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Key-Value</td>
<td>KV-Schema</td>
<td>Table</td>
<td>Document</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Doublet</td>
<td>Family Column</td>
<td>Attribute</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Key</td>
<td>ID Row</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Value</td>
<td>C</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Oriented</td>
<td>OG-Schema</td>
<td>OC-Schema</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Graph</td>
<td>Schema</td>
<td>Table</td>
<td>Collection</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Relationship</td>
<td>Relationship.Property.Doublet.Key===&gt;Key</td>
<td>Relationship===&gt;Family Column</td>
<td>Document nested within the document</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Oriented</td>
<td>OD-Schema</td>
<td>Table</td>
<td>Schema</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Fig. 7. Generic meta-model for Logical PIM Level 2 [14].
The following code shows an ATL code snippet of our SC2SC transformation. We transformed the relational database into a column-oriented NoSQL database. Rule 1, transforms the relational schema of a table to a column-oriented table (HTable in our case of HBase), the second Rule transforms a relational table line into a column-oriented NoSQL column.

D. D2D transformation:
To load the data into the warehouse, they must first undergo a set of transformation operations such as selection, linking, conversion, aggregation and generation through the process of extracting the data. Transformation and loading ETL [23], to describe these operations one uses the OCL language which makes it possible to express constraints and queries on the models and independently of the platform used:

- **Selection**: aims to select the data according to a well-defined criterion.
- **Collect**: allowing the construction of a new collection containing the value of the affected expression.
- **Reject**: allowing the selection of a subset of data that does not respect a condition.
- **Exists**: allowing the checking of expression for the elements of the selection.
- **Sort**by**: allowing sorting of the elements of the selection in the order chosen.
- **Link**: aims to link models and attributes to keep the connection between each attribute of the target and their corresponding attributes of the source and that source-target or target-source navigation is possible, which respects the interoperability that guarantees us the MDA.
- **Conversion**: aims to convert the formats and types of source attributes and to apply arithmetic operations and extract information in a predefined format.
- **Conversion_String**: to reformat strings using the following functions:
  - Concat()
  - To Upper()
  - Trim()
  - To Lower()
  - Replace All()
  - Replace First()
  - SubString()

- **Select**: allowing the selection of a subset of data that meets a condition.
- **Collect**: allowing the construction of a new collection containing the value of the affected expression.
- **Reject**: allowing the selection of a subset of data that does not respect a condition.
- **Exists**: allowing the checking of expression for the elements of the selection.
- **Sort**by**: allowing sorting of the elements of the selection in the order chosen.
- **Link**: aims to link models and attributes to keep the connection between each attribute of the target and their corresponding attributes of the source and that source-target or target-source navigation is possible, which respects the interoperability that guarantees us the MDA.
- **Conversion**: aims to convert the formats and types of source attributes and to apply arithmetic operations and extract information in a predefined format.
- **Conversion_String**: to reformat strings using the following functions:
  - Concat()
  - To Upper()
  - Trim()
  - To Lower()
  - Replace All()
  - Replace First()
  - SubString()

- **Conversion_Data_Type**: to change the data type to one of the following types:
  - ToString()
  - ToReal()
  - ToInteger()
To perform the following arithmetic operations on the data:
- Add()
- Multiply()
- Divide()
- Subtract()

To derive new information from the attributes in question:
- GetTime()
- GetYear()
- GetMonth()

To aggregate data according to a criterion:
- Min()
- Max()
- Avg()
- Groupby()
- Count()

E. Proposed meta-model for D2D Transformation:

VI. EXPERIMENTS AND VALIDATION

A. Configuration and test environment

To measure the performance of our approach, we tested the execution of our SC2SC and D2D transformation, the tests are performed on a server machine with 16 GB of memory storage and 8TB of disk storage to store the relational data, the XML data, and NoSQL data stored in the HBase version 2.0.0 database, Hadoop version 3.0.3. For the dataset used in this test, a partitioned dataset on the different data sources: the relational database, an XML file, the multidimensional data, and a large partition of 17 GB stored column-oriented data management system. HBase. At the transformation level, we have chosen the ATL language [26] (Atlas Transformation Language). Our choice of the transformation language was based on criteria specific to our approach. Indeed, the tool must be integrated into the EMF environment for easy use with modeling and meta-modeling tools. Thus, we used the operational QVT language.

B. Experiments results

Table 3 illustrates the data loading time in our data warehouse to combine the data that comes from different data sources.

Table- III: Loading time from different sources

<table>
<thead>
<tr>
<th>Source</th>
<th>Relationnel database</th>
<th>XML File</th>
<th>Multidimensionnel</th>
<th>HBase</th>
<th>NoSQL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Loading Time (s)</td>
<td>63.4</td>
<td>17.7</td>
<td>85.1</td>
<td>183</td>
<td></td>
</tr>
</tbody>
</table>

We present in the following the execution time results of our SC2SC and D2D transformations, noted that the D2D transformation takes a lot of time is requires a further phase of data cleaning. The results obtained show the efficiency of our transformation approach and lead to a new version of ETL, an ETL that allows using as well as traditional data sources like relational data, XML data, and multidimensional data, a new source of NoSQL data, which has become widely used.

Table- IV: transformation execution time (s) for SC2SC and D2D.

<table>
<thead>
<tr>
<th>Source</th>
<th>Relationnel database</th>
<th>XML</th>
<th>Multidimensionnel</th>
<th>NoSQL</th>
</tr>
</thead>
<tbody>
<tr>
<td>SC2SC</td>
<td>13.5</td>
<td>9.2</td>
<td>21.8</td>
<td>94.7</td>
</tr>
<tr>
<td>D2D</td>
<td>117</td>
<td>34.6</td>
<td>125.3</td>
<td>162.9</td>
</tr>
</tbody>
</table>

The following figure 10 shows graphically the execution time obtained for the two transformations SC2SC and D2D. We note that the NoSQL database management system takes a lot of time compared to other data sources since it contains the large partition of the dataset.
VII. CONCLUSION:

Our work is part of the development and evolution of databases and their adaptation to the Big Data phenomenon and its relationship with decision-making. Our goal is to prepare a data warehouse connected to various data sources and present its database schema under the NoSQL model. This article focuses on the transformation phase of the ETL process that aims to make all schemas and data conform to a single schema. Through our approach we presented two levels of transformation: SC2SC transformation and D2D transformation, the first allowed us to unify the schemas and the second allowed us to unify the data, these two transformations allow to obtain two levels of Logical PIM of the MDA approach. Our next work will continue with the ETL process and will focus on the loading phase, and this by presenting a suite of meta-models that will describe the three levels of abstraction after the definition of the physical platforms on which our data warehouse will be based.
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