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Abstract: The current trend in software engineering is using crowd as source of ideas for developing software product. Crowd is described as a large and heterogeneous group of stakeholders. Crowd is also used as a source of requirements, for example, the requirements can be elicited from their reviews, reports, or feedback. However, the challenge is to prioritize the requirements knowing that the data is also large and heterogeneous. Requirements prioritization is an approach to identify requirements that need to be selected and implemented first in software development. This paper presents an approach to prioritize requirements elicited from crowd and the prioritization is based on the crowd preferences in order to ensure the customer satisfaction. A prototype tool is developed as a proof-of-concept and evaluation purposes. It is expected that the proposed approach able to helps developer to prioritize requirements based on customers’ preferences as it would consider their satisfaction of the software product.
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I. INTRODUCTION

The idea of using crowd to get more ideas is getting noticeable nowadays. Where, crowdsourcing is the practice of obtaining product ideas by soliciting contributions from the wider public rather than just from employees or suppliers [1]. Information, such as ideas for improvements, user sentiments derived from reviews and comments from crowd are useful for application developers as potential software requirements [2]. Considering some of the feedbacks also may include suggestions, feature requests, and other messages on improving the application [3]. In general, it represents the ‘voice of users’ for development and improvement of future product releases. For example, work by Guzman and Maalej [2] that took a large number of reviews to get the right sentiments by using Natural Language Processing (NLP) and data mining technique. By extracting these feedbacks, we would be able to find software requirements that would generate quality scores in developing the product. Previous work [4] also mentioned about an approach to elicit creative and innovative requirements from crowd’s feedback and reviews.

However, it is almost impossible for software developer to implement all the elicited software requirements. Thus, the elicited requirements need to be prioritized. Requirements prioritization is an essential process in software development to determine which requirements can be implemented under certain constraints, such as time, cost, quality and resources that would ultimately results in customers’ satisfaction [5]. The outcome from the requirements prioritization process is a set of prioritised requirements that are significant for the software product. The information about the priorities not only allow restriction to the least important requirements, but also to help project managers to resolve conflicts, make plans for the deliverables and necessary trade-off [6]. Requirements prioritization has been a concern for software product development and thus, there are many research and tools creation to resolve the prioritization issues. Previously, according to Lehtola, et al., [6], a lot of company goes by tacit knowledge from experiences or feelings to determine the truly important requirements. Nowadays, there are various prioritization approaches can be adopted by developers, such as pair wise comparisons, and negotiation approaches [7]. However, it is also mentioned that stakeholders are required to have an understanding on how development works and relies on their learning experiences for the process of prioritizing the requirements [8].

The aim of this work is to propose an approach that focuses on crowd’s preferences for prioritizing requirements elicited from crowd. In which, prioritizing requirements elicited from wider scope of end users or prospect customers would gain high level value in the market segment as it would consider their satisfaction towards the product. Accumulating this analysis allows the best basis to the product or release.

The rest of this paper is organized as follows. Section 2 discusses in brief the background and related work. In section 3, we describe the proposed approach. The finding and discussion are then presented in the following section prior concluding this paper.

II. RELATED WORK

Firesmith [9] mentioned requirements prioritization as an essential process in software engineering as it gives perfect implementation order of the requirements for planning software versions and supplying desirable functionality as early as possible.
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However, the term ‘importance’ in defining requirements prioritization need to be specified between the stakeholders in each case. For example, it could refer to the urgency of implementation, preference of customers, importance of requirements for the product or even strategic importance for the company [6]. The challenge is acquiring the right requirements for a software product, in which implementing the right requirements exerts satisfaction of the customer. There are several techniques that have been adopted into selection of right requirements based on criteria such as time, cost, or importance. It depends on the experts, communication with the stakeholders, and other factors in regards to the requirements itself.

Table 1 Comparisons between the Prioritization Techniques

<table>
<thead>
<tr>
<th>Technique</th>
<th>Scalability</th>
<th>Stakeholder Participation</th>
<th>Speed (Scale 1 – 8)</th>
<th>Customer Satisfaction</th>
<th>Result Scale</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hierarchy CV</td>
<td>Low</td>
<td>Low</td>
<td>3</td>
<td>Low</td>
<td>Ratio</td>
</tr>
<tr>
<td>AHP</td>
<td>Low</td>
<td>Low</td>
<td>8</td>
<td>Low</td>
<td>Ratio</td>
</tr>
<tr>
<td>Hierarchy AHP</td>
<td>Low</td>
<td>Low</td>
<td>4</td>
<td>Low</td>
<td>Ratio</td>
</tr>
<tr>
<td>100 Dollar Method</td>
<td>Low</td>
<td>High</td>
<td>3</td>
<td>High</td>
<td>Ratio</td>
</tr>
<tr>
<td>Priority Group</td>
<td>Low</td>
<td>High</td>
<td>4</td>
<td>Medium</td>
<td>Ordinal</td>
</tr>
<tr>
<td>Bubble Sort</td>
<td>Low</td>
<td>Medium</td>
<td>6</td>
<td>Low</td>
<td>Ordinal</td>
</tr>
<tr>
<td>Binary Search Tree</td>
<td>High</td>
<td>Medium</td>
<td>5</td>
<td>Low</td>
<td>Ordinal</td>
</tr>
<tr>
<td>MoSCow</td>
<td>Medium</td>
<td>High</td>
<td>2</td>
<td>High</td>
<td>Nominal</td>
</tr>
<tr>
<td>Numeral Assignment</td>
<td>Low</td>
<td>High</td>
<td>1</td>
<td>High</td>
<td>Nominal</td>
</tr>
<tr>
<td>Kano’s Model</td>
<td>High</td>
<td>High</td>
<td>3</td>
<td>High</td>
<td>Nominal</td>
</tr>
</tbody>
</table>

Table 2 Supporting Tools for Prioritization Techniques

<table>
<thead>
<tr>
<th>Technique</th>
<th>Supporting Tools</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hierarchy CV</td>
<td>-</td>
</tr>
<tr>
<td>AHP</td>
<td>easyAHP</td>
</tr>
<tr>
<td>Hierarchy AHP</td>
<td>PriEsT</td>
</tr>
<tr>
<td>100 Dollar Method</td>
<td>-</td>
</tr>
<tr>
<td>Priority Group</td>
<td>-</td>
</tr>
<tr>
<td>Bubble Sort</td>
<td>VisualAlgo SORTING</td>
</tr>
<tr>
<td>Binary Search Tree</td>
<td>Binary Search Tree Visual Algo</td>
</tr>
<tr>
<td>MoSCow</td>
<td>Scrum Desk</td>
</tr>
<tr>
<td>Numeral Assignment</td>
<td>-</td>
</tr>
<tr>
<td>Kano’s Model</td>
<td>Kano’s Survey Scrum Desk</td>
</tr>
</tbody>
</table>

It can be concluded that there are certain prioritization techniques appear to be able to serve a quality-based requirements prioritization, including 100 dollar method, MoSCow, Numeral Assignment, and Kano’s model. Yet, technique that focusing on agile methodology, scalability could only been found in MoSCow and Kano’s model. Since the size of the requirement sets varies according to each project the term scalability is used here to describe the ability of each technique to scale up with increasing number of requirements. However, Kano’s model seems the most promising method, in which it aims to provide satisfaction to the customers. Kano’s model [16] was introduced to satisfy user needs by listing three different attributes of requirements. It is considered as a good tool to address the effort of implementation of a feature based on the customers preferences, thus pinpoint the quality attributes needed to prioritize requirements [17][18]. Kano classifies features into four categories which are:

- **Performance**: is a linear or one-dimensional attribute in the Kano literature. In this case, it refers to the increase in functionality leads to increased satisfaction of customers.
- **Attractiveness**: it refers to unexpected features where if presented, cause a positive reaction, therefore increasing the satisfaction level.
- **Must-be**: it means that the product feature are expected by the customers and could cause fluctuation that leads to downright satisfaction if it is not presented.
- **Indifference**: this feature fall along the horizontal line where features proposed does not make any difference to the customer whether or not they are present.

In Kano’s model, users are asked about the product features to uncover their perception through Kano’s questionnaire. It consists of a pair of question that is evaluated through functional and dysfunctional forms. In each form, users are required to answer based on these fixed possible choices; I like it, I expect it, I am neutral, I tolerate it, and I dislike it. There are exceptions throughout the answers provided by customer whereby they could not fully understood the question or the proposed features which are not exactly what they are looking for.
So, they would provide answers like “dislike” for functional question and “likes” for dysfunctional question. In both of these cases, the category would fall into Reverse. For conflicting response such as “like” for both question form, the category would fall under Questionable. Therefore, Walden [19] provides an alternative evaluation that also include questions that asks customer about the feature’s importance by providing a ranking method from 1 to 9, going from “Not at all important” to “extremely important”. This will offer information on the relevancy of the feature to the customer. While, Berger et al., [20] proposed a quantitative analysis of customer satisfaction into Kano’s model by calculating customer coefficient through two values, SI (Satisfaction Index) and DI (Dissatisfaction Index). However, the simplest way to work with Kano result is through Discrete Analysis. Then, William DuMouchel [21] proposed continuous analysis methodology that serves the same purpose as SI and DI method, in which it calculate the average Functional, Dysfunctional and Importance values over all answers and the standard deviation for the scores.

III. THE PROPOSED APPROACH

This section demonstrates the proposed approach by using a case study and prototype tool. Prioritization is done based on the crowd’s preferences to the likability of the requirements through functional, dysfunctional and self-state importance. Then, the results are tabulated and analyzed.

A. Requirements Elicitation and Categorization from Crowd’s Sentiments

At this stage, it involves the process of extracting data (the crowd’s sentiments) and translating them into a list of requirements to be prioritized. For this study, data were collected from four (4) e-commerce applications that can be found from Google Play [25]. The applications are Lazada, Shopee, Carousell, and 11Street. Each review that talk about the features for the applications were read through and all comments in a positive and negative feedback were recorded. Based on the collected data, each of the feedbacks was compared and sorts them into categories that would fit a requirement. Ambiguous feedbacks are discarded in order to avoid confusion. Figure 1 shows snippet of the sentiments collected from different e-commerce applications. Through the reviews of the users, the sentiments and opinions associated to the features that users most likely concern about are collected and categorized respectively.

![Fig. 1 Sample of Feature from Crowd’s Sentiments](image)

After listing and categorizing the feedbacks, ten (10) main features are chosen that represent the requirements needed to be prioritized. Each of it is tagged with indicator (as requirement ID) as listed in Figure 2. It also shows the interface to insert new feature that need to be prioritized. The feature’s description and code are captured and recorded into the database.

![Kano Model](image)

<table>
<thead>
<tr>
<th>No</th>
<th>Code</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>F01</td>
<td>Tracking number for item order</td>
</tr>
<tr>
<td>2</td>
<td>F02</td>
<td>Filter based search engine</td>
</tr>
<tr>
<td>3</td>
<td>F03</td>
<td>Rating button</td>
</tr>
<tr>
<td>4</td>
<td>F04</td>
<td>Incoming notification for the application</td>
</tr>
<tr>
<td>5</td>
<td>F05</td>
<td>Payment option</td>
</tr>
<tr>
<td>6</td>
<td>F06</td>
<td>Product description</td>
</tr>
<tr>
<td>7</td>
<td>F07</td>
<td>Item legitimacy</td>
</tr>
<tr>
<td>8</td>
<td>F08</td>
<td>Coupon and vouchers</td>
</tr>
<tr>
<td>9</td>
<td>F09</td>
<td>Option to choose courier</td>
</tr>
<tr>
<td>10</td>
<td>F10</td>
<td>Wish list</td>
</tr>
</tbody>
</table>

Fig. 2 Screenshot for Feature Input and Listing

B. Kano-based questionnaire

The main objective of this questionnaire is to obtain and determine how the crowd feels over the features, in which, Kano-based questionnaire is used. The questionnaire was distributed to crowd (likely the end users of the product) via email to get their opinion about the features. The questionnaire was designed into two forms of questions that could be translated into a functional (positive) and dysfunctional (negative) questions. The basic concept to these two forms of question is the presence of the feature. For the functional question, it would ask what the user would feel if the mentioned feature would be in presence. For the dysfunctional question, the same choice would be presented but for the absence of the feature. Each of the questions was made clear and only stand for a single feature. In order to be able to tell customers what the product or application can do, the questions are phrased in terms of benefit to the users. The choice of the answers for both of the questions is fixed of 5 choices, which are: Like It, Expect It, Don’t Care, Live With and Dislike. These two forms of question were justified by Kano, in order to find out the category of the feature, we need to find out the relativity of the questions and the choice of answer that the respondents had provided. The result of the category will provide us with data of the features and it determines whether the questions lay out was understandable and properly executed. Figure 3 shows snippet of the questionnaire as a sample.
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Feature 01: Tracking number for item ordered.
Description: An e-commerce application, seller will provide you with the tracking number of the item you had ordered.

**Functional Question:** If you are allowed to track the item ordered through the app, how do you feel?
- Like It
- Expect It
- Don' t Care
- Live With
- Dislike

**Dysfunctional Question:** If you need the counter website or third party application to track the item ordered, how do you feel?
- Like It
- Expect It
- Don’t Care
- Live With
- Dislike

Self-stated Importance: How important do you think this feature is to the application?
1 2 3 4 5 6 7 8 9

**Fig. 3 Snippet of the Questionnaire**

Another essential part of the questionnaire is the self-stated importance of the feature to determine the importance of the feature being present in the product. This information is useful to distinguish the features among each other and knowing which are the most relevant to the users. This question is crafted using a scale system of 1 to 9 with 1 being the least importance and 9 with the very important.

The result of the questionnaire is translated into satisfaction levels that are divided into categories as shown in Figure 4.

### C. Analyse the Results

The results of the questionnaire were translated into satisfaction levels and divided into categories. Kano rules are explained through basic scores and the categories of the requirements. This will aid the analyst to refer back to Kano’s table for any misconducted calculations. Each of the options that the users have provided through the functional and dysfunctional questions is referred to this table. Each of the options translated to numerical value with a satisfaction level from -2 to 4. The larger number reflects that the feature should be available in the point of view of the customers. For the dysfunctional scale, even though that the dislike option is referred to the highest number, it also concludes to the same result. This is because; having to dislike or to disagree with the dysfunctional question would mean to disagree to the absence of the feature. Therefore, there would be more satisfaction if it is included. With the prospect of ‘not understanding the questions’ and ‘underrated feature’, the result would then be categorized as ‘Questionable’ and ‘Reverse’ respectively. These two categories hold the negative quadrant and are much weaker than the positive quadrant categorized as ‘Must-Be’ and ‘Performance’. We are focusing on the positive quadrants where it holds a stronger response.

When all of the responses has been scored and tabulated, then calculate the results through discrete and continuous analysis [21]. In which, it calculate the average Functional, Dysfunctional and Importance values over all answers and the standard deviation for the scores. Where, the average values of the scores will place the features to their categorization quadrant and the error bars represent the notion of how on or off target the categorization are, which are obtained through standard deviation. The importance score is added by visualising it through the circle size to easily compare the features among similar positioning. But, remain the general prioritization rule of thumb presented in the discrete analysis: Must-be > Performance > Attractive > Indifferent. As for a self-stated importance ranking, average the scores for each feature. Figure 5 shows sample of the results for continuous and discrete analysis.

While, the categorization plane (as shown in Figure 6) helps to visualise the results to better understand the importance of each feature that has been prioritized. The circle represents the feature. From the categorization plane, all of the features belong to the performance quadrant. Each feature has about the same amount of importance and marginal errors. Therefore, more solid prioritization according to the rank listed was produced.

**Fig. 4 Sample of Recorded data for first feature**

**Fig. 5 Sample of Results**

**Fig. 6 Results in Categorization Plane**
IV. FINDINGS AND DISCUSSION

About six developers with various years of experience in software or mobile application development field were interviewed for the feasibility of the proposed approach. Based on the given responses about the current practices, most companies tend to follow the clients’ requirement lists and implement them according to the constraints exists, for example, time, cost, budget and resources. They also depend greatly on the particular module that the clients need based on the timeline.

While, there are varying responses regarding the feasibility of the proposed approach. The case study used to illustrate the proposed approach was unable to show clearly on the marginal errors and importance of each feature, since they are all clustered in one place. However, by providing a ranking list based on calculated scores on the user’s opinion on functional, dysfunctional and importance features, they found it easy understandable to pick the requirements to be implemented. They also mentioned that the proposed approach would satisfy the quality attributes of product requirements if the feedbacks and reviews from users are properly extracted and categorized in their respective description. Besides, to allow time saving, tools for extraction could be used. Additionally, Kano-based questionnaire should also distribute to the right stakeholders for the software product, and questions that are well structured will determine the best chosen choices of answer. Yet, some application vendors and developers provide recommendations to improve the quality and features of the tool. It is mentioned that the tool is still lack of a good display of the data. It is not flexible for entertaining multiple different developments. The use of dashboard display would help to properly adjusted and view the data without clustering everything in one place. Since the tool provide a mean of automated calculation of data obtained from Kano-based questionnaire, it would be easier to have a .csv file upload instead of manually entering the data.

V. CONCLUSION

It is a challenge to prioritize requirements that are elicited from wide scope of stakeholders (i.e., crowd), particularly, to ensure their satisfaction of the software product-to-be. There are many prioritization techniques but choosing the right prioritization technique is important as the product quality is heavily influenced by the choice of the crowd’s preferences. The proposed approach aims to help developer to acknowledge and make decision on which requirements should be developed first. It is also concern on collecting responses from the crowd through Kano-based questionnaire to make certain their preferences. In which, Kano’s model qualifies the desirable aspects and is suitable to be used if the customers’ preference is the main focus. Kano’s model version of [20] utilized to give values to the requirements based on the attributes and determine which requirements satisfy the customer the most.

In general, the proposed approach does help developer to identify and prioritize users’ preferences towards the software product development. However, there is a limitation in which the requirements elicitation from crowd is done manually. Thus, it took a lot of time and tedious job too. Moreover, there were a lot of confusion to properly manage and categorize each feedbacks and reviews. Therefore, for future work, natural language processing and data mining tool will be useful to properly extract the features in fine grain and saves more time on the process. In addition, the proposed tool could be made more interactive by allowing flexibility in inserting, viewing and editing data. For example, just by dragging a .csv file and automatically fill in all the fields needed for the prioritization.
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