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Abstract: The software system evolves and changes with the time, so the test suite must be maintained according to code changes. Maintaining test cases manually is an expensive and time-consuming activity, especially for large test suites, which has motivated the recent development of automated test-repair techniques. Several researchers indicate that software evolution shows a direct impact on test suites evolution, as they have strong relationships and they should be evolved concurrently. This article aims to provide statistical evidence of having this significant relationship between the code production and its associated test suites. Seven systems along with releases are collected and eight metrics were calculated to be used in this study. The result shows how the systems under study are evolving and have a high impact on their test suites, although two metrics provide a negative significant relationship.
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I. INTRODUCTION

Software testing is an important and essential step to identify the correctness and quality of the software systems. In the software testing process, the tester should write one test case or more to check each function of the system. The test case is the smallest meaningful unit of the tests. The result of each test case is either pass or fail. If test cases are passed (i.e., the actual results = the expected results), then the functionality of a software system corresponding to these passed test cases are working correctly. The test suite is a collection of test cases to test system functionalities. Any software system (S) is divided into two parts: program (P) and test suite (T). All system test cases (Tc) are stored in (T). These test cases are used to check the correctness of all parts of P. The new version of the software system (S’) should have a different program (P’) and test suite (T’). Software evolution is one of the essential and normal issues required for most existence software throughout their lifetime. The software requirements changes may come from business needs, competitions, changes in government rules, and environment. These changes in requirements are offset by a set of changes in the software code. Accordingly, the current test suite becomes obsolete for the new version of the software [1],[2]. Therefore, the tester must revise all changes on the code to repair the corresponding test cases in the test suite. While the code evolution may happen frequently, it is very hard for the tester to follow all these code evolutions and to make the correct decisions by creating, deleting, and updating test cases. Previous research indicates that software evolution shows a direct impact on test suites evolution, as they have strong relationships and they should be evolved concurrently. In this paper, authors try to provide statistical evidence of this impact in terms of size and complexity metric across several versions of diverse software systems.

II. RELATED WORK

Several researchers studied the nature of the co-evolution between code and test (i.e. synchronously or phased) [3], [4] and [5]. In [3], Lubsen et al. used two case studies: the open-source system and industrial software system, as they used association rule mining to study the natural of co-evolution. They concluded that within an open-source system the development and testing are separate activities, wherein the industrial software system, the developer used a test-driven development strategy. In [4] and [5], the researchers proposed three views which are: change history view, growth history view, and test coverage evolution view to study the nature of the co-evolution. In study number [4], the researchers used two open-source projects, while in [5], they used two open-source projects and one industrial software project. They concluded that the nature of co-evolution depends on the development style that is used to develop a project. Several metrics are used to determine the size of production code or tests, such as the number of classes, Line of Code (LOC), number of methods, and number of packages. The software complexity focuses on how a piece of code interacts with other pieces. One of the most popular measurements of software complexity is the McCabe metric or Cyclomatic complexity metric. The Cyclomatic complexity per method metric is the maximum number of linearly independent paths within the method [6]. In [7], the authors experimented to find a good technique to evaluate the effectiveness of test cases for finding defects in open source systems.

III. RESEARCH METHODOLOGY

The main idea behind this research paper is to understand and identify how the test cases evolve during the code changes (releases) in terms of size and complexity and if the code evolution has a statistically...
impact on the test suite evolution.

2.1 Research hypotheses

To properly address the impact of the code evolution on test suite evolution, authors address the following hypotheses:

H0: There is no statistical relationship between the code and test evolution in terms of size and complexity

H1: There is a high statistical relationship between the code and test evolution in terms of size and complexity.

2.2 Experimental Setup

The main goal of this study is to understand how the test suite evolves over time. Thus, to achieve this goal, several versions of 8 open-source Java systems with their test suites were used to investigate different aspects of test-suite evolution. These systems were selected according to many criteria, which are popular, system size, each system has at least 5 versions, and each version has a JUnit test suite. The 7 open-source Java systems used in our empirical study are selected from GitHub (https://github.com/). Table 1 lists the systems and their versions.

### Table 1: Software systems used in the empirical study

<table>
<thead>
<tr>
<th>Program</th>
<th>Description</th>
<th>Number of versions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gson</td>
<td>It is a library to serialize and deserialize Java objects to JSON</td>
<td>12</td>
</tr>
<tr>
<td>IzPack</td>
<td>It is a widely used library for packaging applications on the Java™ platform</td>
<td>12</td>
</tr>
<tr>
<td>JodaTime</td>
<td>It is the de facto standard date and time library for Java</td>
<td>12</td>
</tr>
<tr>
<td>PMD</td>
<td>It is a static source code analyzer that reports on issues found within the application code.</td>
<td>12</td>
</tr>
<tr>
<td>OGNL</td>
<td>It is an expression language for Java, which using the simpler expression than the Java language.</td>
<td>12</td>
</tr>
<tr>
<td>Biojava</td>
<td>It is an open-source project for manipulating and processing biological data in Java.</td>
<td>12</td>
</tr>
<tr>
<td>Struts</td>
<td>It is a web application framework for developing Java EE web applications.</td>
<td>12</td>
</tr>
</tbody>
</table>

All the previous researches have studied the relationship between the code and the test suite generally and provided general information about the relationship between the code and the test suite. However, in the current investigation, the authors studied the relationship between code and test suite evolution impact in terms of size and complexity.

2.3 Software Metrics

In this study, several metrics were calculated for the software under study as input to the intended experiments. These metrics are associated with software size and complexity as follows:

- Number of Classes (NOC): This metric counts the number of classes in a system.
- Number of Attributes (NOA): This metric count the total number of attributes defined in a class.
- Average Nested Block Depth per Method
- Line of code (LOC): This metric counts the lines of code in a system.

- Weighted Method per class (WMC): This metric counts the sum of complexities of all methods in a class.
- Number of Methods (NOM): This metric count the number of methods in a system.
- Number of Packages (NOP): This metric count the number of packages in a system.
- Cyclomatic Complexity per Method: This metric measures the cyclomatic complexity of methods. It measures whether individual methods are more or less complex.
- The main tools used in this study are
  - Code Metrics: https://marketplace.eclipse.org/content/eclipse-metrics
  - Code Coverage: http://www.eclemma.org/
  - Mutation Testing: https://marketplace.eclipse.org/content/pitclipse

IV. RESULT AND DISCUSSION

The test suite is changing and evolving during its lifetime according to the code changes. Therefore, the relationship between the code and its test suite must be investigated. Accordingly, this paper studied the relationship between the code and test suite in terms of size and complexity. IBM SPSS [12] statistics version 22 tool is used to find the P-value based on linear regression, the above table shows the comparison between CODE and TEST based on seven projects and eight metrics. Table 2 presented that how different metrics expose different relationship impacts between code and test evolutions.

As mentioned previously, P-value is calculated for all releases between code and test suites in terms of size and complexity metrics. If P-value turns out to be less than the significance level (0.05), that means we reject the null hypothesis and accept the alternative hypothesis. From the results that are presented in Table 2, we can conclude that Hypothesis 0 can be rejected for almost 6 metrics out of 8 as the P-value is less than 0.05. Although these metrics have one p-value that is higher than 0.05 still, in general, they have a significant evolution relationship for the software under study. In more detail, the null hypothesis is accepted for the Number of Packages,(NOP), Number of Methods (NOM), Number of Attributes (NOA) and Number of Classes (NOC) for 4 experiments out of 42 (i.e. IzPack, GSON, and OGNL respectively).

From the results that are presented in Table 2, we can conclude that Hypothesis 1 can be rejected for Average Nested Block Depth per Method and Cyclomatic Complexity per Method metrics as the P-value is higher than 0.05. Still, there are 4 experiments out of 14 produce P-values less than 0.05 which means hypothesis 1 can be acted for this one but in general, these two metrics assure the null hypothesis.
V. CONCLUSION AND FUTURE WORKS

In this study, the authors aim to provide statistical evidence of having a high impact of co-evolution between the code production and their associated test suites. The study calculates 8 size and complexity associated metrics for 7 open software systems along with 12 releases for each project. The result shows how code production has a strong impact on co-evolution with their test suites for 44 experiments out of 56 were most of the low significant results are solely in two metrics out of 8 metrics under study. In the future, we are planning to study the effectiveness of test cases and how they evolve over time.
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